android.graphics.Drawable

[Класс Drawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#drawable)  
[Класс BitmapDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#bitmapdrawable)  
[Класс ColorDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#colordrawable)  
[Класс GradientDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#gradientdrawable)  
[Класс TransitionDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#transitiondrawable)  
[Класс ShapeDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#shapedrawable)  
  [Класс RectShape](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#rectshape)  
  [Класс OvalShape](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#ovalshape)  
  [Класс RoundRect](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#roundrect)  
  [Класс Path](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#path)  
  [Класс ArcShape](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#arcshape)  
[ScaleDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#scaledrawable)  
[RotateDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#rotatedrawable)  
[LayerDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#layerdrawable)  
[StateListDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#statelistdrawable)  
[LevelListDrawable](http://developer.alexanderklimov.ru/android/catshop/android.graphics.drawable.php#levellistdrawable)

Класс Drawable

Android предлагает двумерную графическую библиотеку рисования **android.graphics.Drawable**. Класс **Drawable** является базовым классом для всех классов работы с графикой. Это общая абстракция для рисуемого объекта на холсте **Canvas**. Класс **Drawable** определяет разнообразные виды графики, включая:

* [AnimationDrawable](http://developer.alexanderklimov.ru/android/animation/frameanimation.php) - покадровая анимация. XML-аналог <animation-list>
* AnimatedRotateDrawable - анимация вращения. XML-аналог **<animated-rotate>**
* [AnimatedVectorDrawable](http://developer.alexanderklimov.ru/android/catshop/animatedvectordrawable.php) - анимация векторных объектов (Android 21). XML-аналог **<animated-vector>**
* BitmapDrawable - Bitmap - изображение PNG и JPG, создание, растягивание, выравнивание растра. XML-аналог <bitmap>
* ClipDrawable - XML-аналог <clip>
* ColorDrawable - заполнение цветом. XML-аналог <color>
* GradientDrawable - создание градиентов
* InsetDrawable - XML-аналог <inset>
* LayerDrawable - многослойные картинки, контейнеры для дочерних элементов визуализации. XML-аналог <layer-list>
* LevelListDrawable - контейнер для одного объекта-потомка. Основана на целом числе, например, индикатор заряда или уровень силы сигнала. XML-аналог <level-list>
* NinePathDrawable - масштабируемое PNG-изображения NinePath. Используется в качестве фонового изображения для кнопок с изменяемыми размерами. XML-аналог <nine-patch>
* PictureDrawable
* [RippleDrawable](http://developer.alexanderklimov.ru/android/catshop/rippledrawable.php) - анимационный эффект ряби (Android 21). XML-аналог <ripple>
* RotateDrawable - XML-аналог <rotate>
* [RoundedBitmapDrawable](http://developer.alexanderklimov.ru/android/catshop/roundedbitmapdrawable.php) - создание круглых изображений
* ScaleDrawable - контейнер для одного объекта-потомка. Изменяет размер на основе текущего заданного значения. Используется для создания вьювера картинок с возможностью увеличения. XML-аналог <scale>
* ShapeDrawable - Shape - команды рисования векторных объектов, основанные на Path. XML-аналог <shape>
* StateListDrawable - специальный контейнер. Используют для создания различных вариантов выделения кнопок и установки фокуса на них. XML-аналог <selector>
* TransitionDrawable - плавные переходы и др. XML-аналог <transition>
* [VectorDrawable](http://developer.alexanderklimov.ru/android/catshop/vectordrawable.php) - векторные изображения (Android 21). Аналог **<vector>**.

Если вы придумаете свой XML-тег типа <kitty> или сделаете опечатку, то получите исключение **Resources.NotFoundException**.

Есть два способа определить и инициализировать объект **Drawable**:

* использовать готовые изображения, сохраненные в каталоге **res/drawable/**
* использовать ХМL-файл, в котором будут определены свойства объекта **Drawable**

Самый простой способ добавить графику в приложение — это использование готовых изображений из ресурсов. Наиболее предпочтительный тип PNG, также можно использовать JPG (приемлемо) и GIF (нежелательно). Обычно таким способом загружают значки и картинки.

Ресурсы изображений, помещенные в каталог **res/drawable/** во время компиляции проекта, могут быть автоматически оптимизированы со сжатием изображения утилитой **aapt**. Если требуется загружать растровые изображения BMP, которые утилита **aapt** обязательно оптимизирует, без сжатия, поместите их в каталог **res/raw/**, где они не будут оптимизироваться. Однако потребуется загрузка с использованием методов потокового ввода-вывода и последующая конвертация графики в растровый рисунок.

В отличие от **View** объект **Drawable** не нуждается в разметке и размерах контейнера. Его задача - просто рисовать.

Размеры самого объекта **Drawable** можно узнать с помощью методов **getIntrinsicWidth()** и **getIntrinsicHeight()**. Также есть метод **getBounds()**, возвращающий ограничивающий прямоугольник.

С помощью метода **setState()** можно управлять состоянием рисунка, например, менять цвет при касании экрана. Метод **setLevel()** может задать уровень вывода картинки.

Объект **Drawable** можно создать с помощью XML в виде ресурсов и сохранить в папках со словом **drawable**. А затем присвоить, например объекту**ImageView** с помощью атрибута **android:src="@drawable/ic\_launcher"**.

Программно такого же эффекта можно достичь через код.

imageView.setImageResource(R.drawable.ic\_launcher);

Создание объектов Drawable из ресурсов

В других случаях вы можете захотеть обработать ваш ресурс изображения как объект **Drawable**. Чтобы это сделать, создайте **Drawable**, загрузив изображение из ресурсов примерно так:

Resources res = mContext.getResources();

Drawable drawable = res.getDrawable(R.drawable.ic\_launcher);

Каждый уникальный ресурс в вашем проекте может поддерживать только одно состояние независимо от того, сколько различных объектов вы можете инициализировать в программном коде для этого ресурса. Например, если вы инициализируете два объекта **Drawable** от одного ресурса изображения, а затем измените свойство, например **alpha** (прозрачность), для одного из объектов **Drawable**, другой объект также изменит это свойство.

Напишем простой пример и попробуем получить объект от одного и того же значка.

Resources res = getResources();

Drawable drawable1 = res.getDrawable(R.drawable.ic\_launcher);

Drawable drawable2 = res.getDrawable(R.drawable.ic\_launcher);

Log.i("Drawable", "drawable1: " + drawable1);

Log.i("Drawable", "drawable2: " + drawable2);

Как ни странно, но результаты различаются. У меня вышло следующее:

drawable1: android.graphics.drawable.BitmapDrawable@b1080a68

drawable2: android.graphics.drawable.BitmapDrawable@b1080ad8

Метод **getDrawable()** **всегда** возвращает новый **Drawable**, даже если источник один и тот же. Тем не менее метод **getConstantState()** вернёт одинаковый результат.

Log.i("Drawable", "drawable1: " + drawable1.getConstantState());

Log.i("Drawable", "drawable2: " + drawable2.getConstantState());

Смотрим логи:

drawable1: android.graphics.drawable.BitmapDrawable$BitmapState@b107e3b8

drawable2: android.graphics.drawable.BitmapDrawable$BitmapState@b107e3b8

C помощью **Drawable** можно [замостить экран активности](http://developer.alexanderklimov.ru/android/design/tilemode.php#tilemode), используя маленький **Bitmap**.

Конвертируем Drawable в Bitmap и выводим в ImageView

Предположим, у нас в ресурсах есть картинка (Drawable). Нам нужно конвертировать её в объект **Bitmap** и вывести в **ImageView**:

private ImageView mTargetImageView;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

mTargetImageView = (ImageView)findViewById(R.id.imageViewTarget);

// Загружаем растр из ресурсов

Bitmap localBitmap = BitmapFactory.decodeResource(

getApplicationContext().getResources(),

R.drawable.ic\_launcher);

mTargetImageView.setImageBitmap(localBitmap);

}

Программное создание Drawable

**Drawable** является абстрактным классом. Если вы собираетесь создавать класс на его основе, то необходимо реализовать следующие методы:

* **draw(Canvas canvas)** – рисовать на холсте
* **getOpacity()** - вернуть значение прозрачности Drawable. Используются константы:
  1. **UNKNOWN** – прозрачность неизвестна
  2. **TRANSPARENT** – Drawable будет полностью прозрачным
  3. **TRANSLUCENT** – Drawable будет состоять из прозрачных и непрозрачных участков
  4. **OPAQUE** – Drawable будет полностью непрозрачным
* **setAlpha(int alpha)** – установить прозрачность
* **setColorFilter(ColorFilter colorFilter)** – установить цвет при помощи фильтра **ColorFilter**

Создадим свой вариант **Drawable**, рисующий шестиугольник ([Источник для примера](http://startandroid.ru/ru/uroki/vse-uroki-spiskom/394-urok-166-risovanie-sozdanie-svoego-drawable.html)).

package ru.alexanderklimov.emptyactivity;

import android.graphics.Canvas;

import android.graphics.ColorFilter;

import android.graphics.Paint;

import android.graphics.Path;

import android.graphics.PixelFormat;

import android.graphics.Rect;

import android.graphics.drawable.Drawable;

public class HexagonDrawable extends Drawable {

private Paint mPaint = new Paint(Paint.ANTI\_ALIAS\_FLAG);

private Path mPath = new Path();

@Override

public void draw(Canvas canvas) {

canvas.drawPath(mPath, mPaint);

}

@Override

public void setAlpha(int alpha) {

mPaint.setAlpha(alpha);

}

@Override

public void setColorFilter(ColorFilter colorFilter) {

mPaint.setColorFilter(colorFilter);

}

@Override

public int getOpacity() {

return PixelFormat.TRANSLUCENT;

}

@Override

protected void onBoundsChange(Rect bounds) {

super.onBoundsChange(bounds);

int width = bounds.width();

int height = bounds.height();

mPath.reset();

mPath.moveTo(0, height / 2);

mPath.lineTo(width / 4, 0);

mPath.lineTo(width \* 3 / 4, 0);

mPath.lineTo(width, height / 2);

mPath.lineTo(width \* 3 / 4, height);

mPath.lineTo(width / 4, height);

mPath.close();

}

}

В методе **draw()** выводим контур **mPath**, который будет сформирован в другом методе, на холст.

В методе **getOpacity()** возвращаем **TRANSLUCENT**, т.к. у нас будет непрозрачный шестиугольник, а оставшееся пространство будет прозрачным.

В методах **setAlpha()** и **setColorFilter()** настроим кисть. Эти методы можно не реализовывать и оставить пустыми, объект будет работать и без них. Но если вы захотите сделать его полупрозрачным или применить фильтр, то методы следует реализовать.

Кроме четырёх обязательных методов пришлось реализовать метод **onBoundsChange()**, который вызывается при изменении размеров. Так как нам нужно нарисовать шестиугольник на всю область, мы должны знать его размер. Здесь мы получаем ширину и высоту **Drawable** и используем их для создания фигуры шестиугольника.

Применим созданный объект к **ImageView**:

ImageView imageView = (ImageView) findViewById(R.id.imageView);

imageView.setBackground(new HexagonDrawable());

Класс BitmapDrawable

Можно сконвертировать **Bitmap** в **Drawable** с помощью **BitmapDrawable**.

Drawable drawable = new BitmapDrawable(getResources(), tempBitmap);

Допустим, мы загружаем картинку (Bitmap) из Галереи и выводим его в **ImageView**

Возьмём [готовый пример](http://android-er.blogspot.ru/2013/09/convert-bitmap-to-drawable-with.html). Подготовим разметку.

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

tools:context=".MainActivity" >

<Button

android:id="@+id/loadimage"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Load Image 1" />

<TextView

android:id="@+id/sourceuri"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

<ImageView

android:id="@+id/result"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:adjustViewBounds="true"

android:background="@android:color/background\_dark"

android:scaleType="centerInside" />

</LinearLayout>

И код.

package ru.alexanderklimov.test;

import java.io.FileNotFoundException;

import android.net.Uri;

import android.os.Bundle;

import android.app.Activity;

import android.content.Intent;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.graphics.Canvas;

import android.graphics.drawable.BitmapDrawable;

import android.graphics.drawable.Drawable;

import android.view.View;

import android.view.View.OnClickListener;

import android.widget.Button;

import android.widget.ImageView;

import android.widget.TextView;

public class MainActivity extends Activity {

Button btnLoadImage;

TextView textSource;

ImageView imageResult;

final int RQS\_IMAGE1 = 1;

Uri source;

Bitmap bitmapMaster;

Canvas canvasMaster;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

btnLoadImage = (Button) findViewById(R.id.loadimage);

textSource = (TextView) findViewById(R.id.sourceuri);

imageResult = (ImageView) findViewById(R.id.result);

btnLoadImage.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View arg0) {

Intent intent = new Intent(

Intent.ACTION\_PICK,

android.provider.MediaStore.Images.Media.EXTERNAL\_CONTENT\_URI);

startActivityForResult(intent, RQS\_IMAGE1);

}

});

}

@Override

protected void onActivityResult(int requestCode, int resultCode, Intent data) {

super.onActivityResult(requestCode, resultCode, data);

Bitmap tempBitmap;

if (resultCode == RESULT\_OK) {

switch (requestCode) {

case RQS\_IMAGE1:

source = data.getData();

try {

tempBitmap = BitmapFactory

.decodeStream(getContentResolver().openInputStream(

source));

// Convert bitmap to drawable

Drawable drawable = new BitmapDrawable(getResources(),

tempBitmap);

imageResult.setImageDrawable(drawable);

textSource.setText(drawable.getClass().toString());

} catch (FileNotFoundException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

break;

}

}

}

}

Класс ColorDrawable

Класс **ColorDrawable** позволят указывать свойство изображения, основанное на единственном сплошном цвете. В качестве альтернативы можно использовать тег **<color>** в каталоге **res/drawable**:

<color xmlns:android="http://schemas.android.com/apk/res/android"

android:color="#FF0000" />

Класс GradientDrawable

Класс **GradientDrawable** позволяет закрашивать градиентом кнопки, фон и так далее. Каждый градиент описывает плавный переход между двумя или тремя цветами с помощью линейного или радиального алгоритма, а также с помощью метода развёртки. В ресурсах **GradientDrawable** описывается в виде тега [<gradient>](http://developer.alexanderklimov.ru/android/theory/shape.php#gradient), находясь внутри определения ресурса ShapeDrawable (**<shape>**).

[Пример](http://developer.alexanderklimov.ru/android/catshop/gradient.php#gradientdrawable)

Класс TransitionDrawable

Одна из возможностей использования объектов Drawable — загрузка картинок с плавными переходами. Создание переходов между изображениями с помощью класса TransitionDrawable лучше рассмотреть на примере. Добавим на форму элемент ImageView, в которую будут загружаться картинки:

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:orientation="vertical"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:gravity="center">

<ImageView

android:id="@+id/image"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:src="@drawable/photo1"/>

</LinearLayout>

В каталоге res/drawable/ проекта поместим два графических файла photol.jpg и photo2.jpg. В том же каталоге res/drawable/ создадим файл transition.xml, в котором определим переход.

<?xml version="1.0" encoding="utf-8"?>

<transition xmlns:android="http://schemas.android.com/apk/res/android">

<item android:drawable="@drawable/photo1"></item>

<item android:drawable="@drawable/photo2"></item>

</transition>

В классе активности создадим объект TransitionDrawable и установим его как содержание ImageView:

Resources res = this.getResources();

mTransition = (TransitionDrawable)res.getDrawable(R.drawable.transition);

Также создадим обработчик onCiick(), при вызове которого будет происходить смена картинок с плавным переходом в течение 1 секунды:

mTransition.startTransition(1000);

Полный код примера:

public class TransitionActivity extends Activity

implements OnClickListener {

private ImageView image;

private TransitionDrawable mTransition;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.main);

image = (ImageView)findViewById(R.id.image);

image.setOnClickListener(this);

Resources res = this.getResources();

mTransition = (TransitionDrawable)res.getDrawable(R.drawable.transition);

}

@Override

public void onClick(View v) {

image.setImageDrawable(mTransition);

mTransition.startTransition(1000);

}

}

Запустите проект. При касании экрана будет происходить плавное переключение от первого изображения к второму.

У примера есть один недостаток - при повторном касании произойдет резкая смена на первую картинку, которая снова будет плавно переключаться на вторую. Для обратной анимации от второй картинки к первой нужно задействовать метод **reverseTransition()**:

int count = 2;

@Override

public void onClick(View v) {

image.setImageDrawable(mTransition);

if(count%2 == 0){

mTransition.startTransition(1000);

count++;

}

else{

mTransition.reverseTransition(1000);

count++;

}

}

Класс ShapeDrawable

Класс **ShapeDrawable**, входящий в пакет **android.graphics.drawable**, позволяет определять различные свойства рисунка с помощью различных методов, например **setAlpha()** — для установки прозрачности, **setColorFilter()** и т.д.

С объектами **ShapeDrawable** вы можете программно создавать любые примитивные формы и их стили. Для работы через XML используется тег[<shape>](http://developer.alexanderklimov.ru/android/theory/shape.php#shape). В библиотеке Android есть несколько классов, производных от базового класса **Shape**:

* PathShape;
* RectShape;
* ArcShape;
* OvalShape;
* RoundRectShape

1. Класс RectShape

Для рисования прямоугольника используется класс **RectShape**. Также необходимо установить цвет и границы фигуры. Если вы не установите границы, то прямоугольник не будет рисоваться. Если вы не установите цвет, фигура будет черной (значение по умолчанию).

Если задать высоту или ширину в 1-2 пиксела, то можно получить не прямоугольник, а вертикальную или горизонтальную линию:

ShapeDrawable line = new ShapeDrawable(new RectShape());

line.setIntrinsicHeight(2);

line.setIntrinsicWidth(150);

line.getPaint().setColor(Color.MAGENTA);

1. Класс OvalShape

Для рисования эллипсов используется класс **OvalShape**:

ShapeDrawable oval = new ShapeDrawable(new OvalShape());

oval.setIntrinsicHeight(100);

oval.setIntrinsicWidth(150);

oval.getPaint().setColor(Color.RED);

1. Класс RoundRect

Прорисовка прямоугольника с закругленными сторонами (RoundRect) несколько сложнее. Конструктор класса **RoundRect** для рисования прямоугольника с закругленными сторонами принимает несколько параметров:

RoundRectShape(float[] outerRadii, RectF inset, float[] innerRadii)

* outerRadii — массив из восьми значений радиуса закругленных сторон внешнего прямоугольника. Первые два значения для верхнего левого угла, остальные пары отсчитываются по часовой стрелке от первой пары. Если на внешнем прямоугольнике закруглений не будет, передается null;
* inset — объект класса RectF, который определяет расстояние от внутреннего прямоугольника до каждой стороны внешнего прямоугольника. Конструктор RectF принимает четыре параметра: пары X и Y координат левого верхнего и правого нижнего углов внутреннего прямоугольника. Если внутреннего прямоугольника нет, передается null;
* innerRadii — массив из восьми значений радиуса закруглений углов для внутреннего прямоугольника. Первые два значения — координаты верхнего левого угла, остальные пары отсчитываются по часовой стрелке от первой пары. Если на внутреннем прямоугольнике закруглений не будет, передается null.

float[] outR = new float[] {6, 6, 6, 6, 6, 6, 6, 6 };

RectF rectF = newRectF(8, 8, 8, 8);

float[] inR new float[] { 6, 6, 6, 6, 6, 6, 6, 6 };

ShapeDrawable shape = new ShapeDrawable(

new RoundRectShape(outR, rectF, inR));

shape.setIntrinsicHeight(120);

shape.setIntrinsicWidth(150);

shape.getPaint().setColor(Color.BLUE);

1. Класс Path

Класс **Path** формирует множественный контур геометрических путей, состоящих из прямых линейных сегментов, квадратичных и кубических кривых. Для установки точек и перемещения линий (или кривых) используются методы moveTo() и lineTo(). Например, с помощью класса Path можно нарисовать пятиконечную звезду:

Path p = new Path();

p.moveTo(50, 0);

p.lineTo(25, 100);

p.lineTo(100,50);

p.lineTo(0,50);

p.lineTo(75,100);

p.lineTo(50,0);

ShapeDrawable d = new ShapeDrawable(new PathShape(p, 100, 100));

d.setIntrinsicHeight(100);

d.setIntrinsicWidth(100);

d.getPaint().setColor(Color.YELLOW);

d.getPaint().setStyle(Paint.Style.STROKE);

1. Класс ArcShape

Класс **ArcShape** создает фигуру в форме дуги. Принимает два параметра:угол начала прорисовки дуги в градусах и угловой размер дуги в градусах

ArcShape(float startAngle, float sweepAngle)

ScaleDrawable

Класс **ScaleDrawable** используется для масштабирования.

RotateDrawable

Класс **RotateDrawable** используется для поворотов.

LayerDrawable

**LayerDrawable** позволяет накладывать объекты **Drawable** друг на друга. Создав массив из полупрозрачных картинок, вы можете наложить их один поверх другого. Подготовьте три полупрозрачных изображения круга (red.png, blue.png, green.png) и поместите их в ресурсы **res/drawable**. Создадим фон для макета при помощи наложения этих элементов.

// В onCreate()

LinearLayout linear = (LinearLayout)findViewById(R.id.linear);

linear.setBackground(createLayerDrawable());

private LayerDrawable createLayerDrawable() {

BitmapDrawable drawable0 = (BitmapDrawable) getResources().getDrawable(

R.drawable.blue);

drawable0.setGravity(Gravity.CENTER\_VERTICAL);

BitmapDrawable drawable1 = (BitmapDrawable) getResources().getDrawable(

R.drawable.red);

drawable1.setGravity(Gravity.LEFT);

BitmapDrawable drawable2 = (BitmapDrawable) getResources().getDrawable(

R.drawable.green);

drawable2.setGravity(Gravity.RIGHT);

Drawable drawableArray[] = new Drawable[] { drawable0, drawable1, drawable2 };

LayerDrawable layerDraw = new LayerDrawable(drawableArray);

layerDraw.setLayerInset(1, -20, 300, 0, 0); // смещаем второй слой

layerDraw.setLayerInset(2, 100, 300, 0, 0); // смещаем третий слой

return layerDraw;

}

![LayerDrawable](data:image/png;base64,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)

Также можно создать объекты **LayerDrawable** через XML с помощью тега [layer-list](http://developer.alexanderklimov.ru/android/theory/shape.php#layer-list).

StateListDrawable

У некоторых элементов управления есть некоторые состояния: нажато, выбрано и т.д.. В Android есть возможность задавать изображения для любого из таких состояний при помощи класса **StateListDrawable**. Но удобнее это делать через [XML-ресурсы](http://developer.alexanderklimov.ru/android/theory/shape.php#state-list).

LevelListDrawable

Используя **LevelListDrawable**, вы можете эффективно размещать ресурсы **Drawable** один поверх другого, указывая целочисленный индекс для каждого слоя. [Пример с использованием XML](http://developer.alexanderklimov.ru/android/theory/shape.php#levellistdrawable).

Дополнительное чтение

[Звёзды из котов - создаём собственный Drawable](http://developer.alexanderklimov.ru/android/catshop/starbitmapdrawable.php)

[Слайды про Drawable](https://speakerdeck.com/cyrilmottier/mastering-android-drawables) - там есть коты, советы по использованию **Drawable** в собственных **View**, совет по размещению логотипа в качестве фона активности через тему приложения.